## NP-Complete CSCI 338

- P vs NP concepts first discussed in 1950's
- $\boldsymbol{P}$ vs $\boldsymbol{N P}$ formalized in 1971


Can all problems that are verifiable in polynomial time be solved in polynomial time?

## SAT \& 3SAT
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Can you set the variables to true or false so that $\phi$ evaluates to true?
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## SAT \& 3SAT



## SAT \& 3SAT



SAT $=\{\langle\phi\rangle: \phi$ is a satisfiable formula $\}$
$3 S A T=\{\langle\phi\rangle: \phi$ is a satisfiable formula with 3 variables per clause $\}$
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## P Problems:
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Are there problems in $N P$, but not $P$ or $N P$-Complete?
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## NP-Complete Problems:

- Vertex Cover


Are there problems in $N P$, but not $P$ or $N P$-Complete?

- We don't know. If so, $P \neq N P$.
- Suspected problems in $N P$ but not $P$ or $N P$-Complete:
- Graph Isomorphism.
- Integer Factorization.


## $N P$-Complete

How to show something $(B)$ is in $N P$-Complete?
> $B$ is in $N P$-Complete if it satisfies two conditions:
> 1. $B \in N P$.
> 2. For some $A \in N P-C$, $A \leq_{P} B$.

